
Ricardo Colomo-Palacios  
(Universidad Carlos III de Madrid, Leganés (Madrid), Spain  
ricardo.colomo@uc3m.es)  

Pedro Soto-Acosta  
(Universidad de Murcia, Murcia, Spain  
psoto@um.es)  

Francisco J. García-Peñalvo  
(Universidad de Salamanca, Salamanca, Spain  
fgarcia@usal.es)  

Ángel García-Crespo  
(Universidad Carlos III de Madrid, Leganés (Madrid), Spain  
angel.garcia@uc3m.es)  

Abstract: Today’s globalization of software development has its advantages, but also its drawbacks. Software project managers often lead the production of new software versions and their release on the market. This paper analyses the main challenges faced by software product managers in release planning with regard to the adoption of Global Software Development (GSD) practices for developing packaged software. To achieve this objective, two qualitative techniques are used in this study, namely, Focus Group and Delphi Study. The experiment produced two lists, ranking challenges in software release planning. One list was made considering the adoption of GSD practices and the other did not take into account the adoption of these practices. Results show that there are some, apparently solved, challenges for packaged software release planning like “Project monitoring & control” or “Quality management” that become crucial when facing GSD scenarios, while there are other important challenges in traditional software release planning such as “Requirements prioritisation” and “Stakeholders Management” that apparently do not add extra pressure in GSD environments. In sum, GSD is found to be highly influenced by issues concerning personnel and human resources management.
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1 Introduction  

Today, globalization has a major impact on the development of software. This is causing software development teams to evolve from a single site to a multiple localization working environment [Hernández-López, 10]. Software development is becoming a multi-site, multicultural, globally distributed process [Prikladnicki, 03], [García-Crespo, 10]. As a result, a new field called Global Software Development...
(GSD) has emerged to cover specific aspects of global distributed software development [Oshri, 07]. Not in vain are GSD and software development outsourcing integral parts of software projects [Schümmer, 09] and, because of their multi-site location, global resources are becoming pervasive in the software industry [Ramasubbu, 05]. In this scenario, firms developing or maintaining software products cannot ignore the impact of GSD [Cusick, 06], since it is driving a deep transformation in the way that products are conceived, designed, constructed, tested, and delivered to customers.

GSD teams are geographically distributed teams which make use of collaborative technologies to produce software [Herbsleb, 01]. These teams can be considered as a specification of virtual teams [Martins, 04] and their creation is encouraged by the relations between customers of software development outsourcing organizations and developers [Heeks, 01]. Several factors justify the adoption of GSD within the IT industry nowadays [Herbsleb, 01], for instance:

- proximity to business markets, which facilitates a better knowledge of customers and local conditions;
- increasing pressure to improve time-to-market, which can be achieved by using time-zone differences in ‘round-the-clock’ development;
- the need to have a global resource pool and so have successful, cost-competitive resources, wherever located.

Although using GSD teams can be very productive, they do suffer from three types of distance: geographical, temporal and socio-cultural [Conchuir, 09]. The literature suggests that these distances may affect three important aspects in software development: communication, coordination and control. Moreover, the literature suggests that other difficulties may arise from this shift in software development. These are reported in Table 1.

A recent and extensive review of the challenges faced by GSD can be found in Jimenez [2009]. However, in spite of these difficulties, GSD provides several outstanding benefits, which have been reported in the literature (see table 2).

As can be derived from Table 1 and Table 2, the globalization of software development introduces a great deal of complexity in an already complex process [Treinen, 06]. Thus, working in a global context has its advantages, but also its drawbacks [Ebert, 01].
### Difficulty

<table>
<thead>
<tr>
<th>Difficulty</th>
<th>Literature support</th>
</tr>
</thead>
<tbody>
<tr>
<td>Communication, coordination, and control</td>
<td>Battin, 01, [Conchuir, 09], [Cramton, 02], [Cusumano, 08], [Herbsleb, 99], [Herbsleb, 03], [Hinds, 03], [Kommener, 07], [Kotlarsky, 05], [Kraut, 95], [Krishna, 04], [Layman, 06], [MacDuffie, 08], [Marquardt, 01], [Metiu, 06], [Olson, 09], [Prikladnicki, 03], [Sooraj, 08], [Taxén, 06]</td>
</tr>
<tr>
<td>problems of knowledge transfer</td>
<td>Chua, 06, [Conchuir, 09], [Mattarelli, 09], [Prikladnicki, 03]</td>
</tr>
<tr>
<td>Issues regarding the protection of intellectual property</td>
<td>Herbsleb, 01, [Sakthivel, 07]</td>
</tr>
<tr>
<td>Less efficiency</td>
<td>Herbsleb, 01, [Kommeren, 07], [Milewski, 09], [Rogers, 05]</td>
</tr>
<tr>
<td>Higher conflict rates</td>
<td>Herbsleb, 03</td>
</tr>
<tr>
<td>Disparities in team members’ strategies, behaviour and assumptions about the work at hand and how to work with others</td>
<td>Carmel, 99, [Cusumano, 08], [Goodman, 91], [Kotlarsky, 05], [MacDuffie, 08], [Mattarelli, 09], [Metiu, 06], [Milewski, 09], [Olson, 00], [Prikladnicki, 03]</td>
</tr>
<tr>
<td>Differences in opinion about the nature of the software development process</td>
<td>Cusumano, 08, [Nicholson, 01], [Olson, 00]</td>
</tr>
<tr>
<td>High failure rates</td>
<td>Fabriek, 08</td>
</tr>
<tr>
<td>Lack of trust</td>
<td>Barczak, 06, [Das, 98], [Derosa, 04], [Gorton, 96], [Hernández-López, 10], [Jurvenpaa, 92], [Olson, 00], [Oza, 06]</td>
</tr>
<tr>
<td>Lack of Quality</td>
<td>Seshagiri, 06</td>
</tr>
<tr>
<td>Socio-Cultural distance</td>
<td>Ali Barbar, 07, [Damian, 03], [Ebert, 01], [Evaristo, 03], [Gorton, 96], [Krishna, 04], [Layman, 06], [Marquardt, 01], [Mortensen, 01], [Nicholson, 01], [Prikladnicki, 03]</td>
</tr>
</tbody>
</table>

### Table 1: GSD problems

<table>
<thead>
<tr>
<th>Benefit</th>
<th>Literature support</th>
</tr>
</thead>
<tbody>
<tr>
<td>Greater availability of human resources and multi-skilled workforce</td>
<td>Carmel, 01, [Carmel, 05], [Conchuir, 09], [Ebert, 01], [Herbsleb, 01], [Jalote, 06], [Jiménez, 09], [Kommeren, 07], [Milewski, 09], [Suzuki, 99]</td>
</tr>
<tr>
<td>Lower Costs</td>
<td>Conchuir, 09, [Jiménez, 09], [Kobitzsch, 01], [Kommeren, 07], [Ramasubbu, 05], [Sooraj, 08]</td>
</tr>
<tr>
<td>Strategic regional presence for improved customer service</td>
<td>Ramasubbu, 05</td>
</tr>
<tr>
<td>shorter time-to-market cycles</td>
<td>Carmel, 99, [Herbsleb, 01], [Jalote, 06], [Kommeren, 07], [Sooraj, 08]</td>
</tr>
<tr>
<td>improvement in the ability to respond quickly to local customer needs</td>
<td>Herbsleb, 01, [Kommeren, 07]</td>
</tr>
<tr>
<td>The mix of developers with different cultural backgrounds may foster new ideas</td>
<td>Carmel, 05, [Conchuir, 09], [Ebert, 01], [Highsmith, 01], [Kommeren, 07]</td>
</tr>
<tr>
<td>Productivity improvements</td>
<td>Kesner, 07</td>
</tr>
<tr>
<td>Efficiency</td>
<td>Conchuir, 09, [Kommeren, 07]</td>
</tr>
<tr>
<td>Access to new markets</td>
<td>Karolak, 98</td>
</tr>
<tr>
<td>Improved documentation</td>
<td>Conchuir, 09, [Gumm, 06]</td>
</tr>
</tbody>
</table>

### Table 2: GSD benefits
There are several ways to organize project works under GSD. In some cases, teams’ work is organized in a sequential manner, such as in the case of the 24-Hour Knowledge Factory [Gupta, 2007]. This structure allows the execution of tasks with faster turnaround time, which has been suggested as one of the major potential benefits of distributing work across time zones [Gupta, 2009], although it has its drawbacks as well. Another way of collaboration is parallel development [Ebert, 01]. This approach, which benefits from software modularization, reduces the communication needs between development sites which, in turn, sometimes leads to problems at the integration stage [Conchuir, 09]. According to [Akmanligil, 04], there are many different implementation and design strategies. One option includes the development of various phases locally (requirements gathering and the construction of the various subsystems) and, then, connect them through bridges. Another variation occurs when representatives of teams at different locations gather local requirements, then, come together at a central site, try to resolve the differences and, thus, define a common structure. Another possibility is that the project is broken into multiple components in the beginning and, then, different components are designed and built at distinct locations.

Another important issue is related to the shift in the software market, from developing customized software to primarily developing software as a standard product [Xu, 2007]. Within software products, packaged software has emerged as a key to gain competitive advantages in an ultra competitive market. However, most organisations devoted to the development of software packages face the problem of including GSD practices in their software product evolution in order to benefit from their intrinsic advantages. This is the focus of this study. Thus, taking into account the importance and influence of GSD in packaged software release planning, this paper analyses the main challenges faced by software product managers in release planning with regard to the adoption of GSD for developing packaged software. The paper consists of four sections and is structured as follows. Section 2 reviews the relevant literature about GSD, software product managers and release planning. Section 3 describes the study conducted with a sample of software product managers about the influence and challenges of packaged software release planning in GSD environments. Finally, the paper ends with a discussion of research findings, limitations and concluding remarks.

2 Literature Review

We live in an era in which we can no longer afford—in terms of either time or money—to custom-develop every system [Ncube, 08]. Thus, in the past few years, the demand for computer software packages has increased rapidly among firms. Software companies have detected this need and have developed a variety of packages in response to this demand [Jadhav, 09]. However, this response varies from one software company to another with regard to the software product developed. In the literature, the boundaries distinguishing shrink-wrapped software, commercial off-the-shelf software (COTS), packaged and commercial software are blurred, but the principle of ‘Make one, sell many’ is common to them all [Xu, 07]. In spite of their differences, [Sawyer, 00] considers packaged software as all software sold as a tradable product (purchased from a vendor, distributor or store) for all computer
platforms. Our study adopts the definition of Packaged Software proposed by [Xu, 07], who defined packaged software as ready-made software product that can be readily obtained from software vendors and which generally require little modification or customization. According to the definition, the term typically refers to upscale enterprise software suites, such as enterprise resource planning (ERP) or customer relationship management (CRM) systems.

The creation/design of a packaged software product is typically driven by the vision of a small group - perhaps even one person - who is indispensable to its production. The literature recognizes that from these key individuals many innovations arise that define a product [Carmel, 98]. Initially, it is expected that packaged software developers work better when they share common spaces [Sawyer, 97]. However, this is not the case because software is developed collaboratively in multiple locations around the world, and projects are being contracted out in whole or in part [Madachy, 08].

In these circumstances, traditional software developers of packaged software must adapt not only to the new demands but also to the new working sets. One traditional and important figure in the packaged software development process is the product manager. According to [Ebert, 07], the success of any product depends on the skills and competences of its product manager. However, although the role played by the software product manager has been extensively addressed in the literature (e.g. [Barney, 08]; [Ebert, 2008]; [Fricker, 10]; [Karlsson, 07]; [Lehtola, 06]; [Trienekens, 09]; [van de Weerd, 10]; [Van den Akker, 08]; [Wallin, 02]), his or her role in software engineering has not been summarized in a comprehensive perspective so far [Ebert, 07].

The product manager is responsible, among other things, for product definition, product release and product lifecycles, creating an effective multifunctional product introduction team and, above all, preparing and implementing the business case [Ebert, 07]). The product management practice contains activities that are carried out on operational, tactical, and strategic levels [van de Weerd, 10]. According to [van de Weerd, 06], there are four process areas within software product management: requirements management, release planning, product roadmapping, and portfolio management. The Activities included in the first two areas are mainly on an operational level, whereas the latter ones contain tactical and strategic activities [van de Weerd, 10]. In this sense, before starting a project, the product manager presents the idea to managers from different management areas such as development, marketing and sales, service and maintenance, manufacturing, training, and so on, who together decide whether to start the project [Wallin, 02]. In fact, product managers are deeply involved with requirements engineering. That is, product managers obtain functional, technical and usability requirements from distinct sources such as business departments (sales, customer service, maintenance, development...), ad hoc or organized customer contacts, user groups and so on [Natt och Dag, 2005]. Nonetheless, their role is also important in other stages of the development, such as release planning [van den Akker, 08]. Project managers often lead the production of new software versions, new software-related products and their release on the market. They are, thus, responsible for many of the innovations that define a software product [Carmel, 98].
Human resources management are key in software development processes [Chang, 10], [Colomo-Palacios, 10], [Naranjo-Gil, 09], [Trigo, 10]. This is also important for the product manager, who needs to manage both the soft and technical skills of his/her personnel. Although several works in the literature consider that the role of the product manager is linked to GSD ([Conchuir, 09], [Ebert, 08], [Nicholson, 01], [Oshri, 07], [Prikladnicki, 09], [Regnell, 01], [van de Weerd, 10]), none have studied nor discussed the influence that GSD has on one of the product managers’ main responsibilities: Release Planning.

The process of product release planning addresses decisions related to the selection and assignment of features to create a sequence of consecutive product releases that satisfy certain constraints such as technical resources available, budget and risk borne [Ruhe, 05]. A major problem faced by companies developing or maintaining large and complex systems has to do with determining which features, normally from a large set, should be assigned to each software product release. In addition, there is the question of how to assign resources accordingly [Ngo-The, 09].

Release planning can be done informally or in a more formalized way [Momoh, 06]. This is the difference between the art of release planning and the science of release planning. The first approach relies on human intuition, communication, and capabilities to negotiate between conflicting objectives and constraints, while the latter formalizes the problem and applies computational algorithms to generate the best solutions [Ruhe, 05]. The work of [Svahnberg, 10] provides a systematic review of the release planning approaches.

Whether using a formal or an informal way, software vendors and, more precisely, software product managers tackle release planning with the added difficulty of handling issues regarding GSD. Although there is research that deals with issues related to release planning in GSD teams (e.g. [Damian, 07], [Layman, 2006], [van de Weerd, 10]), there is a need to investigate further into the software product managers’ viewpoint with regard to the influence of GSD on software product release planning.

3 Study: The influence of GSD in Packaged Software Release Planning

3.1 Research methodology

The shift in focus of information systems research, from technological to managerial and organizational issues, has made qualitative research methods increasingly useful [Myers, 97]. Thus, the study of the influence of GSD on Release Planning was carried out here by conducting a qualitative research approach based on two techniques: Focus Group and Delphi Study. These research methods are very useful when the purpose is to explore an area of interest, obtain an overview of a complex area and/or discover differences rather than similarities. As a consequence of both the importance of GSD and the suitability of qualitative research in such environments, the use of this methodology is widespread among GSD studies (e.g. [Barcus, 08], [Espinosa, 07], [Garcia-Crespo, 10], [Kotlarsky, 05], [Kotlarsky, 08], [Layman, 2006], [Oshri, 2007], [Pauleen, 04]).

The aim of our study is to explore the nature and importance of the challenges found, when software products release planning is developed through GSD.
The study consists of two steps, and each is divided into three consecutive phases: planning, data collection and analysis (see Figure 1).

As depicted in Figure 1, two qualitative techniques are used in this study, namely, Focus Group and Delphi Study. Focus groups involve assembling small groups of peers to discuss particular topics [Baddoo, 02]. Discussion within these groups, although directed by a researcher, is largely free-flowing [Hall, 02]. The use of discussion groups in software engineering and information systems development research activities has been extensively treated in the literature (e.g. [Baddoo, 02], [Beecham, 05], [Benett, 08], [Casey, 10], [Christensen, 10], [Hall, 02], [Karlsson, 07], [Runeson, 06]).

The Delphi method is likewise equally relevant for qualitative research. The Delphi method owes its name to the ancient Greek oracle at Delphi. The oracle used to offer visions of the future to those who sought advice [Cassino, 84]. The Delphi technique is generally considered to be an appropriate method for studies that lack historical data and require the collection of expert opinions [Gallego, 07]. It is based on a survey with experts that presents three features ([Landeta, 2006]; [Hsu, 10]): anonymous response; iteration and controlled feedback; and statistical group response. This method has proven to be a popular and effective tool in recent software engineering and information systems research (e.g. [Bañuls, 08]; [García-Crespo, 10]; [Iden, 10]; [Kasi, 08]; [Liu, 10]; [Nakatsu, 09]).

As stated above the experiment consisted of two steps. In Step 1, a panel of experts (software product managers) was called together to identify the main challenges regarding the release planning of software products. Once all the challenges had been identified, in Step 2, by means of a Delphi study, a panel of software product managers prioritized the challenges. Two lists resulted from the experiment. The first list ranked challenges according to their risk for the whole
project, while the second list ranked challenges with respect to the risk added as a consequence of the adoption of a GSD approach.

3.2 Step 1: Focus Group

PLANNING
The aim of the focus group was to obtain a list of challenges for software product release planning. To achieve this objective, a group of five software product managers from 3 different companies was selected. The sample consisted of one woman (20%) and four men (80%), with an average age of 39.7. Subjects were selected from those who answered positively to a personal invitation sent to a set of companies related to the authors.

DATA COLLECTION
The meeting was designed to be attended by three researchers (one in each location). Participants were connected using videoconference and assisted on-site by the researcher. The focus group’s virtual meeting lasted approximately 50 minutes. During the meeting, researchers took extensive notes.

The task consisted of identifying the main challenges for packaged software release planning. In accordance with previous literature [Karlsson, 07], the session started with a brainstorming, where subjects thought about challenges from their past experience and wrote them down on post-it notes. Once this step was completed, they discussed for 30 minutes the importance of each challenge and chose the final list.

ANALYSIS & RESULTS
This subsection presents the challenges raised during the meeting of the focus group. The analysis was carried out using NVIVO 2.0 (International QSR Pty Ltd), a software for qualitative data analysis. Table 3 lists in alphabetical order the challenges encountered and explained by using excerpts from direct transcripts of the focus group session.

<table>
<thead>
<tr>
<th>Challenge</th>
<th>Excerpts</th>
</tr>
</thead>
<tbody>
<tr>
<td>Effort and time estimate</td>
<td>“It is never easy to estimate the effort needed when developing software”</td>
</tr>
<tr>
<td></td>
<td>“The initial estimate is almost a fairy tale sometimes”</td>
</tr>
<tr>
<td></td>
<td>“There is like a cascade of new requirements that makes difficult to give a good time estimate”</td>
</tr>
<tr>
<td></td>
<td>“We are always re-planning”</td>
</tr>
<tr>
<td>Features &amp; releases scheduling</td>
<td>“It’s very difficult to establish a project’s scope”</td>
</tr>
<tr>
<td></td>
<td>“Stakeholders want all features as soon as possible”</td>
</tr>
<tr>
<td></td>
<td>“It’s very difficult to assign values to releases and, because of this, compare them”</td>
</tr>
<tr>
<td></td>
<td>“Technological and resource constraints are not taken into account in release scheduling, only business value is considered”</td>
</tr>
<tr>
<td>Project monitoring &amp; control</td>
<td>“Outsourcing the development leads to our having resource reports only occasionally”</td>
</tr>
<tr>
<td></td>
<td>“We have problems with information flow, and this has an impact on project monitoring”</td>
</tr>
<tr>
<td></td>
<td>“In many cases, outsourcing decisions do not flow fluently and, thus, some people are not aware of the state of the project”</td>
</tr>
<tr>
<td>Quality management</td>
<td>“Ultra-quick releases are difficult to control in”</td>
</tr>
<tr>
<td>Table 3: Challenges discovered in focus group meeting</td>
<td></td>
</tr>
</tbody>
</table>

A quick look at the challenges encountered confirms the importance of many aspects previously reported in the literature on release planning (e.g. [Carlshamre, 02], [Greer, 09], [Momoh, 06], [Ruhe, 05], [Saliu, 05]). However, it is important to notice that GSD or related approaches are mentioned in four challenges: Project monitoring & control; Quality management; Staffing; and Task assignment according to resource/team competences. This is not a trivial issue since, as we try to confirm with this work, GSD approach has nowadays a deep impact in packaged software release planning. The output of this phase consisted of a list of challenges that were then ranked by a Delphi study.
3.3 Step 2: Delphi Study

PLANNING

The objective of the Delphi study presented in Step 2 was twofold. First, to rank the packaged software release planning challenges and, second, to rank these challenges with respect to the risk added as a consequence of the adoption of a GSD approach. To achieve this objective, eighteen software product managers from ten different companies were selected on the basis of their experience of using GSD. Since the literature recommends a Delphi panel size ranging from 10 to 18 experts [Okoli, 04], the composition of the sample was considered ideal. Moreover, regarding the selection of experts, the selection was made following [Delbecq’s, 75] guidelines. Thus, we believe that experts had significant knowledge about the problem studied. None of the subjects participated in Step 1 (Focus Group) and Step 2 (Delphi Study).

The demographic composition of the sample reveals that 5 of the participants were female (28%) while 13 were male (72%); the average age of the sample was 41.6 years. Subjects were selected from those who answered positively to a personal invitation sent to a set of companies related to the authors.

DATA COLLECTION

First, panellists were asked to rank the release planning challenges obtained in step 1 according to the two criteria described in the previous section. In the first round, subjects performed the two rankings individually assisted by one researcher (by phone, videoconferencing or in person). Panellists took 42 minutes on average to complete this initial round. Once all the records had been collected, two overall rankings were computed based on individual answers. These two rankings were later presented to subjects in Delphi round 2. The task in round 2 consisted of creating an agreed group response for both rankings.

The consensus of the first round can be described by the Kendall coefficient of concordance (W). W measures the degree of association among k sets of rankings. Kendall’s W has a value between 0 and 1. [Schmidt, 01] proposed that strong consensus exists for W >= 0.7; moderate consensus for W = 0.5; and weak consensus for W < 0.3.

ANALYSIS & RESULTS

The results from the first round are presented in Figure 2. The challenges identified are shown in columns, while cylinders represent the score given by the panellists to each challenge of software release planning:
Figure 2: Scores for release planning challenges

A quick look at figures 2 and 3 suggests that figure 3 scores are much more concentrated and, hence, more degree of consensus may exist. In fact, the Kendall coefficient of concordance test confirms these differences, with $W = 0.676$ ($n = 18, P < 0.01$) for the first ranking task and $W = 0.822$ ($n = 18, P < 0.01$) for the second one. These figures corroborate that, although the agreement among subjects regarding the first ranking is moderate-high, the agreement with regard to the second ranking is remarkable.

Once all data had been gathered and analyzed, researchers prepared two rankings for the two research objectives based on the panellists’ rankings. Table 4 shows both rankings as the final output for Delphi round 1:

Figure 3: Scores for release planning challenges when the process is supported by GSD
Panellists were asked to rank both lists in the second round. The input of the process consisted of the two lists generated in round one, while the output comprised two lists that represented the agreement among panellists about general and Specific GSD challenges in software release planning. The final rankings obtained are listed in Table 5.

<table>
<thead>
<tr>
<th>General Challenges Ranking</th>
<th>Specific GSD Challenges Ranking</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Requirements prioritisation</td>
<td>1. Project monitoring &amp; control</td>
</tr>
<tr>
<td>2. Effort and time estimate</td>
<td>2. Quality management</td>
</tr>
<tr>
<td>3. Features &amp; releases scheduling</td>
<td>3. Effort and time estimate</td>
</tr>
<tr>
<td>4. Stakeholder management</td>
<td>4. Task assignment</td>
</tr>
<tr>
<td>5. Task assignment</td>
<td>5. Features &amp; releases scheduling</td>
</tr>
<tr>
<td>7. Quality management</td>
<td>7. Requirements prioritisation</td>
</tr>
<tr>
<td>8. Project monitoring &amp; control</td>
<td>8. Stakeholder management</td>
</tr>
</tbody>
</table>

Table 5: Round 2, general and GSD specific challenge rankings

Round 2 reveals three important findings. The first is that GSD challenges ranking is the same as that obtained in Round 1, although this result may not be surprising because of the high level of agreement obtained in phase 1 (W = 0.822). The second finding refers to the importance that panellists give to one general challenge (Stakeholders Management). Actually, this challenge went from fourth position to second in phase 2, swapping places with the “Effort and time estimate” challenge. Finally, it is important to point out that the first two challenges in the general ranking “Requirements prioritisation” and “Stakeholders Management” were the last ones in the GSD challenges ranking, swapping their positions with “Quality management” and “Project monitoring & control”.

3.4 Discussion

When focusing on GSD challenges and their relation with general challenges, there are several aspects to be noted. First, authors highlight the lack of importance of requirements prioritization in a GSD scenario in comparison to the traditional ones. The interaction of requirements engineering and GSD has been a subject of recent
research (e.g., [Bhat, 06]; [Damian & Zowghi, 03]; [Damian, 07]; [Port, 09]). Although it has been pointed out that GSD are an attractive and promising research area in GSD (Herbsleb, 2007), the similarity of the process to the traditional development implies that aspects such as prioritization and negotiation are not considered as distinguishing elements in relation to the traditional process as [García-Crespo, 10] pointed out in a recent work. This argument can also be applied to Stakeholder Management. Works devoted to this issue are relevant and numerous, with the work of [Damian, 07] being, perhaps, that of deepest influence. However, these studies are related to stakeholder management of GSD stakeholders rather than the implications of GSD for traditional stakeholders.

In spite of this, it is important to point out that both “Requirements prioritization” and “Stakeholder Management” are, in a sense, connected. Not in vain, according to [Greer, 04], is one of the challenges to the software engineering research community to involve stakeholders in the requirements engineering process. Taking this into account, it is logical to find that both challenges are quite near in both rankings. The second aspect is the importance of “Project monitoring & control” and “Quality management” for software product managers with respect to the implications for GSD environments. Focusing on the first challenge, indeed the top ranked challenge in the GSD ranking, GSD has been pointed to as a factor affecting project control activities [Damian et al., 03]. Moreover, control in distributed environments is even more challenging and requires specific project management and reporting mechanisms [Ralité, 08]. This may be because the management of global software development is a difficult and complex task [Ebert, 01] - a more difficult and complex task to undertake than with collocated projects [Oshri, 08]. According to [Casey, 10], it is clear that the management of GSD teams requires the role and responsibilities of the project manager to be extended. To be effective, the new management strategy must include monitoring and controlling the additional variables, social and technical, caused by operating in a GSD environment: communication, cooperation, coordination and visibility [Casey, 09]. This new scope requires new competences and management skills that, in fact, make software project management even more difficult.

With respect to “Quality management”, according to [Jiménez, 09], the quality of products developed in GSD environments is highly influenced by the quality of the processes that support them. With a focus similar to that of other well known models like CMMi, ITSqc, the eSourcing Capability Model (eSCM) was designed at Carnegie Mellon University in order to improve the relationship between IT Services providers and their customers. eSCM is two-fold: eSCM-CL for Clients [Hefley, 06] and eSCM-SP for Service Providers [Hyder, 04]. In a latter work, [Siakas, 06] discussed the implications of GSD and presented a model, namely Software Quality Management—Cultural and Organisational Diversity Evaluation (SQM-CODE) to bring added value for service purchasers in their search for, selection of and collaboration with service providers. Thus, although there are paths described in the literature, the inclusion of such new processes implies a higher level of complexity to software processes.

Regarding “Effort and time estimate”, estimation is more problematic in distributed environments as a result of volatile requirements, changing specifications, cultural diversity, and the lack of informal communication [Jiménez, 09]. Due to these
new factors, effort estimating methods are lacking in accuracy [Conchúir, 09]. In a recent work, [Muhairat, 10] argues that the development of a software product in a globally distributed environment consumes more effort and more time to complete than the estimating tools suggest. This lack of accuracy was reported by the panelists and latter introduced as the third factor in importance for GSD related challenges.

Finally, concerning “Task assignment”, this challenge appears in every software development project. Not in vain does resource allocation in software development projects constitute an extremely hard problem, and it is one of the principal challenges of software project management due to its sheer complexity [Chang, 01]. On the one hand, properly assigning people to development roles is crucial for creating productive software development teams [Acuña, 04]. On the other hand, wrong assignments may result in significant loss of value due to understaffing, under-qualification or over-qualification of assigned personnel and high turnover of poorly matched workers [Naveh, 07]. In a GSD scenario, like that reported by [García-Crespo et al., 10], this issue relates mainly to the necessity of preserving core competency in a distributed and increasingly competitive environment. Thus, it is sometimes difficult for managers to combine core competency preservation with time and schedule pressure.

To sum up, there are some, apparently solved, issues for software development like “Project monitoring & control” or “Quality management” that become crucial challenges when facing GSD scenarios. There are also key issues for software release planning such as “Requirements prioritisation” and “Stakeholders Management” that apparently do not add extra pressure in GSD environments. Therefore, we can conclude that in packaged software release planning, GSD brings out more complexity only to non-specific release activities.

3.5 Limitations

The main limitation of our study is the sample size. Although it is an introductory investigation, it uses a small sample size and, thus, conclusions and implications may not be broadly generalized. Future studies could include the total population of the target group or the whole industry.

Another limitation comes from the fact that all participants were Europe. This limitation could be also a restriction in the legitimacy of the conclusions taking, since today software is being developed all over the world and outsourced to almost any place.

4 Conclusions and Future Work

GSD inject more complexity into the already complex process of software release planning. The pressure of reducing time-to-market ratios of product releases and cutting costs is pushing software vendors to adopt GSD to benefit from the its inherent advantages. However, this new working approach brings both benefits and risks. From the software product manager’s perspective, this paper aims to identify and rank these challenges. Results from a qualitative study show that issues such as the lack of transparency in resource and team competences, the lack of effective
reporting or the absence or the lack of uniformity of the offshore company’s quality process are important challenges when implementing GSD.

According to the subjects’ ranking, there is a set of activities or challenges that are already complex without adopting GSD: Stakeholder management or Requirements prioritisation, and others that are more difficult in this new scenario, like Task assignment according to resource/team competence, Project monitoring & control or Quality Management. However, it’s important to point out that GSD complexity is related to non-specific software release planning activities.

Considering the first challenge of the second group, “Task assignment according to resource/team competence”, we can conclude that people are still a resource of paramount importance for software development, no matter how or where it is developed. After all, software is still being developed by people. Human resources are crucial in packaged software, no matter how it is developed. To address these issues in the future, three different research lines are proposed. The first is the design of a method for knowledge extraction and expert location for global projects based on individual and group competence. The second is the design of a method capable of integrating competence-oriented work package assignment and time and resource constraints related to release planning. The third line of research proposed is aimed at designing a method to assess the performance of the GSD service provider in terms of business value and contribution to the overall success of the project.
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