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Abstract: Collaborative learning systems can be constructed following the service-oriented computing paradigm. This allows educators to integrate external tools, offered as services by software providers, in order to support the realization of collaborative learning situations. Discovering appropriate services is a challenging task that requires the description of their capabilities. This can be accomplished with Ontoolcole, an ontology of collaborative learning tools designed with the aim of supporting educators in the search of CSCL tools. Ontoolcole is depicted here and some new, relevant features are discussed. Namely, Ontoolcole incorporates an artifact module, a task-level coordination module and the description of static information resources, further improving the capabilities to describe complex CSCL tools. As a proof of concept, we also present a preliminary prototype of the intended target application of Ontoolcole, an interactive system for the search of CSCL tools, named Ontoolsearch. A case study with practitioners has been carried out to evaluate whether Ontoolcole can be employed by educators to search CSCL tools. Evaluation results show that Ontoolcole abstractions fit educators’ questions based on their real practice while retrieving useful tools for their educational needs.
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1 Introduction

Computer Supported Collaborative Learning (CSCL) [Koschmann, 1996] is a mature research field of increasing interest in recent years that promotes the use of Information and Communication Technologies within the context of collaborative learning. The so-called collaborative learning systems (CLSs) typically offer an environment with several tools that users may employ to accomplish specific learning activities. These tools can be collaborative in order to support the realization of group tasks, such as an asynchronous discussion carried out with a
bulletin board. However, not all of the activities involved in a CSCL situation need to be collaborative: some may require individual tools such as a text editor for the writing of a report.

CLTs must be very flexible in order to accommodate a wide range of learning situations given the diversity of curricula, teaching styles and cultural differences among institutions, or even educators at the same institution [Roschelle et al., 1999]. In this sense, most of the existing CLTs include generic tools such as chats or document repositories that can be useful in a wide range of learning situations [Betbeder, 2003]. However, more specific tools are needed to achieve particular pedagogical objectives, e.g. concept map tools to ease the understanding of new concepts by relating them to students’ previous knowledge [Jonassen, 2006, ch. 10]. Other specific tools offer a precise functionality for a particular domain, such as C-CHENE [Baker and Lund, 1996], a collaborative system for learning energy concepts in Physics.

In summary, it is difficult that a CLT can anticipate all possible learning situations that educators may require. However, it is highly desirable that they can adjust a collaborative learning system to their specific needs. Such a feature is called tailorability, and allows users to modify a system functionality so as to better fit their needs [Morch, 1995]. In this sense, tailorable CLTs enable educators to easily integrate external tools in order to support the realization of new situations. Service-oriented computing [Papazoglou and Georgakopoulos, 2003] can help the development of tailorable CLTs, since an educator can tailor a service-oriented CLT to his setting by selecting adequate services among those offered by service providers [Bote-Lorenzo et al., 2004]. Besides, service-oriented computing can promote educational software reuse since an existing service can be employed to support different learning activities.

There are ongoing proposals of service-oriented learning systems in the literature, such as [Bote-Lorenzo et al., 2007b], [Friesen and Mazloumi, 2004] or [Xu et al., 2003]. Moreover, the recent specification IMS Tools Interoperability Guidelines [IMS, 2006] defines a series of recommendations for the integration of third-party tools in a learning system based on the service-oriented computing paradigm. However, service-oriented computing introduces the challenge of service discovery since consumers need to find the most appropriate services for their current needs among available ones. Current approaches for service discovery are commonly based on well-known registries that are used by service providers to publish service metadata while consumers can query them to find suitable services. In the context of CSCL, educators are expected to perform the search of services in order to tailor a CLT to support their collaborative scenarios. These services offer ready-to-use tools that are accessible by learners and teachers through user interfaces. Throughout this paper we will use the term CSCL service to refer to any service-based tool that may be discovered
by educators and integrated in a CLS to support a CSCL activity. Note that within this view a CSCL service is not necessarily designed for learning nor it is required to be collaborative.

Standard service registries, such as UDDI [OASIS, 2004] in the popular Web Services architecture [Curbera et al., 2002], use keyword-based searches to retrieve services whose descriptions contain the keywords included in a query using Information Retrieval techniques [Baeza-Yates and Ribeiro-Neto, 1999]. As reported in the literature [Lassila, 1998, Paolucci et al., 2002, Zhang et al., 2005], keyword-based searches are prone to obtain unexpected responses since a term may have more than one distinct meaning. Moreover, relevant results may not be retrieved because the terms employed to describe them do not match the query keywords, even though their meanings were similar [Fensel, 2004, pp. 91-95]. Given this limitation, ongoing research in Semantic Web Service (SWS) technology [Paolucci and Sycara, 2003] promises to automate Web Service discovery allowing semantic searches, as well as automatic invocation and composition. A semantic search intends to gather information compliant with the semantics of the query [Guha et al., 2003]. A search engine can achieve this by exploiting ontologies [Gruber, 1993] that are used to explicitly formalize knowledge, enabling rich descriptions and robust information retrieval. Preliminary results show that using ontologies to semantically annotate services allow much more expressive queries and enhanced precision in service retrieval [Paolucci et al., 2002, Klein and Bernstein, 2004].

However, these proposals do not support educators’ required queries. A service discovery facility should allow educators to determine which CSCL services can support a collaborative scenario. To enable it, they should query for the offered functionality using high-level and comprehensible abstractions for educators, including supported collaboration features. Our previous work [Vega-Gorgojo et al., 2006] proposed a preliminary ontology of CSCL tools with the aim of allowing educators to perform semantic searches of CSCL services. In this ontology tools can be described specifying the set of tasks that can be performed by an actor (probably playing a role). In this paper, we present an evolution of this ontology, named Ontoolcole, with augmented capabilities to describe complex CSCL tools (although simple tools can also be described in an easy way) such as archival storage properties or decomposable group tasks. We also deepen on the role of this ontology for CSCL service discovery in a service-oriented CLS, although it could also be applied in the more general context of a recommender system of learning tools for CSCL settings. Indeed, the design of Ontoolcole is driven by the search system that would use this ontology. As a proof of concept, we present here Ontoolsearch, a preliminary prototype of such a system intended for educators’ use. Finally, in order to evaluate if educators can benefit from using Ontoolcole for the semantic search of CSCL tools, we
have carried out a case study in which some practitioners formulated questions for searching tools derived from their real practice.

The rest of this document is organized as follows: section 2 identifies the requirements for the discovery of CSCL services and discusses the alternatives to support it, motivating the use of Ontoolcole. Section 3 presents an overview of Ontoolcole and depicts the new features introduced to overcome some previous limitations. Next, section 4 introduces Ontoolsearch, an Ontoolcole-powered interactive system for the search of CSCL tools. Then, section 5 evaluates whether Ontoolcole can be employed by educators to search CSCL tools. Finally, the main conclusions of the study are shown as well as current research work.

2 Discovery of CSCL Services

This section deals with the issue of discovering CSCL services. First, service descriptions are discussed, emphasizing the attributes employed for service discovery. Then, some requirements are defined for the search of CSCL services. It follows an analysis of alternatives for the discovery of CSCL services.

2.1 Service descriptions

“Services are autonomous, computational entities that can be used in a platform-independent way. Services can be described, published, discovered, and dynamically assembled for developing massively distributed, interoperable, evolvable systems” [Papazoglou, 2007]. In this sense, it is possible to construct a new application based solely on sets of interacting services offering well-defined interfaces. The Service-Oriented Architecture (SOA) [Papazoglou, 2003] is a logical way of designing a software system to provide services to either end-user applications or other services distributed in a network through published and discoverable interfaces. In the SOA paradigm, service providers host services and publish their descriptions in a well-known service registry. Next, clients query one of these registries to find appropriate services. Using the obtained information, clients can bind to a service and invoke it. Due to the composition property of services, a service aggregator can arrange a composite service by aggregating a set of services. Composite services may provide a more complex functionality, although clients would perform the same interactions (find, bind and invoke) as in the former case.

Within this general picture, a tool that encloses a coarse-grained functionality can be exposed as a CSCL service. Software developers can design either a monolithic CSCL service or a composite one, composed by other lower-level services. For instance, the Collaborative Network Simulation Environment (CNSE) [Bote-Lorenzo et al., 2007a] is a service-oriented application intended for Computer Networks education that comprises several services such as a simulation
Figure 1: Level decomposition of a service. (1) The tool level defines the capabilities of a service, i.e. what a service does. (2) The abstract service level incorporates the interface and the behavior, defining how to interact with a service and its internal functioning. (3) The service implementation level defines a specific service endpoint in a hosting platform (the binding information) and administrative information of the provider. Finally, quality of service parameters define important functional and non-functional properties that involve the three levels

service or a visualization service. However, this aspect is irrelevant for a service client since the implementation is hidden to the users. Thus, once a CSCL service has been discovered and integrated in a service-oriented CLS, learners and educators can interact with it using a client that implements the presentation logic [Bote-Lorenzo et al., 2007b].

Concerning the discovery of CSCL services, the SOA find operation can be performed iteratively at different stages: initially, an educator searches for tool capabilities and obtains suitable CSCL services for his educational setting; the selection of a specific service binding is deferred, maybe based on other criteria such as quality of service parameters [Papazoglou, 2007]. To accomplish this iterative search, services need to be described with different kinds of metadata. Indeed, a service can be decomposed in three levels, each one described with different attributes, as shown in Fig. 1. The proposed model is based on the literature of services [Papazoglou and Georgakopoulos, 2003] and on the semantic approaches for the description of services OWL-S [Martin et al., 2004a], WSDL-S [Sheth et al., 2006] and WSMO [Roman et al., 2005].

At the tool level, the capability description states the conceptual purpose and expected results of the execution, i.e. what a service does. There is an 1:n mapping between the tool and the abstract service levels, since different abstract services can be defined for the same tool. An abstract service is described by its interface and its behavior. The interface contains the operations and data types supported, and it is required to interact with a service. The behavior defines
how the announced capabilities are achieved, i.e. its execution semantics. The behavior is commonly described with a workflow model and is mainly used for service composition. Lastly, a service implementation identifies a concrete service endpoint hosted in a provider’s platform. There is also an 1:n mapping between the abstract service and the service implementation layers. The administrative information describes the provider and the specific service, while the binding information specifies the access information required to actually invoke a service. Finally, the quality of service defines a series of quantitative functional and non-functional attributes that are assured by the service provider [Papazoglou, 2007] such as cost, security requirements, quality ratings or performance metrics, and are intended for service selection. Note that these quality of service properties affect all three levels since they involve implementation and deployment issues.

Thus, service discovery is mainly supported by the capability description, that should employ domain-specific concepts and taxonomies [Papazoglou and Georgakopoulos, 2003]. The following subsection discusses the requirements for the discovery of CSCL services, including the description of their capabilities.

2.2 Requirements for the discovery of CSCL Services

A service discovery facility should allow educators to find appropriate CSCL services for their learning scenarios. In order to be useful for educators, the search system should support their required queries. To determine the type of questions that educators command, we have carried out a preliminary study with eight CSCL practitioners. Specifically, we demanded them to pose questions for tools to support their real practice CSCL settings. Collecting competency questions is a common practice to gather user requirements [Staab et al., 2001], since they can help to determine user expectations of a system.

Table 2.2 shows an overview of some of the competency questions posed by educators. The analysis of these questions can serve to identify which properties should include the capability description of a CSCL service. Thus, questions CQ1 and CQ2 demand specific tool types, editor and document management tool. Remaining competency questions refer to required functionality of a tool using task types such as communication. Interestingly, all questions ask for support of group work, specifying collaborative tool or task types. The realization of group work is further refined in questions CQ3 and CQ5, defining synchronous and asynchronous types of interaction. Finally, some questions identify artifact types, such as concept maps or text documents, that are managed with a tool.

The capabilities of a CSCL service should describe the features identified in this study in order to properly support educators in the search of CSCL services. Noteworthy, other higher-level educational abstractions such as pedagogical objectives or type of knowledge to be learned could be employed to
Table 1: Sample competency questions posed by educators for a search of CSCL tools

<table>
<thead>
<tr>
<th>Id</th>
<th>Competency questions</th>
</tr>
</thead>
<tbody>
<tr>
<td>CQ1</td>
<td>I want a collaborative editor of concept maps</td>
</tr>
<tr>
<td>CQ2</td>
<td>I require a document management tool that can be used by groups of students to store and retrieve documents</td>
</tr>
<tr>
<td>CQ3</td>
<td>I want a synchronous tool for creating UML diagrams</td>
</tr>
<tr>
<td>CQ4</td>
<td>I want a tool to facilitate the communication among students</td>
</tr>
<tr>
<td>CQ5</td>
<td>I need a tool for editing text documents asynchronously</td>
</tr>
</tbody>
</table>

perform the search. Indeed, ongoing research on learning design tackles the definition of these aspects [IMS, 2003]. However, the description of a CSCL service should not be tied to a pedagogical scenario, since such a service can accommodate many different settings. In addition, a provider cannot anticipate all the possible scenarios in which technology can be used and describing them would add significant burden to providers. Thus, we have limited the description of CSCL service capabilities to the properties identified in this study that serve to define the offered functionality.

Besides, a service discovery facility can employ different technologies allowing different types of searches. Using traditional Information Retrieval techniques [Baeza-Yates and Ribeiro-Neto, 1999], both service descriptions and queries are modeled as sets of keywords. It allows keyword-based searches based on textual information, retrieving those services whose descriptions contain the keywords included in a user query. However, this type of search is prone to obtain irrelevant results while missing some relevant ones due to ambiguity of natural language [Fensel, 2004, pp. 91-95]. Broadly speaking, there are two related issues that we will call synonymy and polysemy. Synonymy reflects the fact that there are many ways to refer to the same concept, precluding the recall performance of a retrieval system [Deerwester et al., 1990]. In contrast, poor precision is affected by polysemy, since the same word can have different meanings.

To overcome these limitations of keyword-based searches, there are ongoing proposals to allow semantic searches. A semantic search denotes a concept about which the user is trying to gather information [Guha et al., 2003]. This way, a service discovery facility should understand the semantics of a query in order to properly respond. To achieve it, ontologies [Gruber, 1993] can be used to explicitly formalize a conceptual domain. An ontology could model the abstractions required by educators to search CSCL services and employed to semantically annotate them. A service discovery system could then use these annotations to unambiguously respond to semantic searches about CSCL services.
2.3 Approaches for the discovery of CSCL Services

Service discovery is commonly accomplished using well-known registries. For instance, UDDI [OASIS, 2004] is the service registry proposed for the popular Web Services architecture. Organizations can announce them in such a registry, as well as the services they offer. UDDI provides a white/yellow/green page functionality, allowing queries about organizations (“white pages”), services (“yellow pages”) and technical information (“green pages”). However, UDDI is limited to keyword-based searches, precluding recall and precision, as discussed above. Moreover, UDDI and other existing service registries do not provide a capability representation language, as reported in [Martin et al., 2004b]. Thus, identified requirements for the discovery of CSCL services are not fulfilled with these registries.

SWS approaches like OWL-S [Martin et al., 2004a] and WSMO [Roman et al., 2005] make use of ontologies in order to support semantic searches of services. These proposals define mechanisms for the description of service capabilities, allowing capability matching of services. So far, OWL-S is perhaps the initiative that has attracted more interest. The OWL-S schema defines the element Service Profile to advertise a service, enabling its discovery. The profile describes the capabilities of a service in terms of the transformation produced. Specifically, it specifies the inputs required by the service and the outputs generated; as well as the preconditions required by the service and the expected effects that result from the execution of the service. Preliminary experiments with OWL-S provide implementations for service discovery based on matching the types of a service’s inputs and outputs [Martin et al., 2004b, Kawamura et al., 2005]. However, the functionality of a service is not completely defined by the inputs and outputs, and other authors have proposed extensions to explain the relationship between inputs and outputs [Hull et al., 2006].

WSMO offers an alternative approach for service discovery, although with many similar characteristics to OWL-S [Lara et al., 2004]. Perhaps the main difference is the definition of user objectives as goals, which are decoupled from service capability descriptions. Both goals and capabilities are expressed by the state of world transition before and after service execution. A refinement of the WSMO approach for service discovery is explained in [Stollberg et al., 2007].

Concerning the discovery of CSCL services, OWL-S and WSMO would require extensions for the CSCL domain to describe them. Moreover, the majority of CSCL services involve cognitive processes that are difficult to express in terms of state transitions. Additionally, a CSCL service offers a coarse-grained functionality that should be described with other higher-level abstractions than input/output parameters.

In order to address aforementioned difficulties for the description of CSCL services, we have proposed the Ontoolcole ontology (see [Vega-Gorgojo et al.,...
Ontoolcole aims to describe CSCL services at the tool level in order to support the discovery. Moreover, this ontology has been constructed taking into account educators’ required questions identified in subsection 2.2.

3 Ontoolcole: an Ontology of Collaborative Learning Tools

Ontoolcole is an evolving ontology of collaborative learning tools designed with the aim of supporting educators in the search of CSCL tools. This section first provides an overview of Ontoolcole. Then, it depicts the new features introduced in Ontoolcole in order to overcome the three limitations found in a previous version [Vega-Gorgojo et al., 2006].

3.1 Overview of Ontoolcole

Technically, Ontoolcole is formalized in OWL DL [Bechhofer et al., 2004], a widespread and expressive ontology language with definite semantics that can be processed by a reasoner. A reasoner offers two valuable services for ontology development: ontology classification and consistency checking. When a reasoner classifies an ontology it generates the inferred ontology class hierarchy. The designer can then check whether the inferred class hierarchy reflects his design objectives. Considering consistency checking, a reasoner can verify whether or not a class can have any instances. An inconsistent class reflects something incorrectly built in the ontology. Both services have been extensively used when developing Ontoolcole, helping to assess that the formalization was correctly made. This ontology is thoroughly described below, although some low-level details are left out for the sake of readability.

As discussed in the precedent section, Ontoolcole aims to describe the capabilities of CSCL tools. This is accomplished by specifying that a Tool supports one or more Tasks performed by an Actor, maybe playing a specific Role. The realization of a task may require an Artifact as input or may produce an artifact as output. This simple schema, shown in Fig. 2(a), is the basis of the description of tools in Ontoolcole and it has been employed with small variations in the CSCL/CSCW literature [van der Veer and van Welie, 2000].

The Actor concept is specialized to Person, Group and ComputerSystem, representing the possible actors that can perform a task, as shown in Fig. 2(b). One first classification of tasks is determined by the actor that performs a task: an IndividualTask is performed by a person, a GroupTask is performed by a group and a Computation is performed by a computer system. Note that a group is composed of other groups and/or persons. In this sense, a group task denotes a collaborative task that can be performed either synchronously or asynchronously, reflecting an important characteristic of CSCL tools. This aspect is modeled
in Ontoolcole using the property $\text{hasTimeOfInteraction}$ that only applies to group tasks. Remarkably, the proposed information model can be related with the activity theory [Engeström, 2001]. This theory considers that individuals and groups learn something mediated by tools and other artifacts. Accordingly, the conceptual model of Ontoolcole represents those tools that can mediate in a learning activity and that can be used by persons or groups. The artifacts that are required as input or produced as output in Ontoolcole may represent the object which is the subject of study.

While the concepts IndividualTask, GroupTask and Computation reflect the actor performance, the nature of the task needs to be specified. Interestingly, [Koschmann, 1996] identifies the uses that may be served by a tool in a learning context: presentation, support the creation of representational formalisms, computation, mediate communication and provide archival storage. Since the information model of Ontoolcole represents tasks as perceived by actors, these terms have been reified to Perception, Construction, Communication, Computation (presented above) and InformationManagement. The key features of these five prototypical task types are shown in Table 3.1, indicating the possible values eventually assigned to the building blocks of the information model of Ontoolcole (see Fig. 2(a)). Note that these core task types can be further specialized to define other more specific types.

Figure 2: Overview of Ontoolcole: (a) Basic information model. (b) Actor types defined in Ontoolcole
Table 2: Key features of the five core tasks in Ontoolcole. These task types are inspired in [Koschmann, 1996] and represent the possible uses of a tool in a learning context.

<table>
<thead>
<tr>
<th>Task Type</th>
<th>Actor</th>
<th>Role</th>
<th>Input</th>
<th>Output</th>
</tr>
</thead>
<tbody>
<tr>
<td>Perception</td>
<td>Person or Group</td>
<td>Beholder</td>
<td>Required</td>
<td>-</td>
</tr>
<tr>
<td>Construction</td>
<td>Person or Group</td>
<td>Editor</td>
<td>Optional</td>
<td>Required</td>
</tr>
<tr>
<td>Communication</td>
<td>Group</td>
<td>Communicator</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Computation</td>
<td>Computer system</td>
<td>-</td>
<td>Required</td>
<td>Required</td>
</tr>
<tr>
<td>Inf. Management</td>
<td>Any</td>
<td>Publisher, Retriever...</td>
<td>Optional</td>
<td>Optional</td>
</tr>
</tbody>
</table>

A perception task, such as reading or hearing, can only be performed by a person or a group and requires some artifact as input. Similarly, a construction task, such as writing or modeling, is performed by either a person or a group and produces some artifact as a result of the task. A communication task is explicitly performed by a group exchanging messages of different types (text, graphics, audio, video or documents). In contrast, an information management task can be specialized to publishing, retrieving, searching, sending or deleting some artifact. Depending on the type of information management task, an artifact would be required as input, e.g. publishing a document, or as output, e.g. retrieving an image. Finally, a computation task, such as compilation or computer simulation, is always performed by a computer system transforming some inputs into some outputs. Participants play roles during the realization of a task, as shown in Table 3.1. Roles are further specialized when appropriate, such as writer for a writing task (subclass of construction). As stated before, collaborative work is naturally described in this model by specifying group tasks and annotating them as either synchronous or asynchronous.

Using the precedent elements, other task types have been defined to obtain more refined concepts. A reasoner can then obtain the inferred hierarchy of task types, shown pictorially in Fig. 3. The root concept is Task, while the rest of task types are specializations of this concept. Note that concepts reflecting the actor performance and the nature of the task are intertwined in the resulting classification. In this sense, one of the top concepts is InteractiveTask which simply denotes any task performed by either a person or a group. Accordingly, Perception and Construction (as well as their subclasses) are specializations of InteractiveTask. They cannot be classified as IndividualTask because some instances of these concepts could be performed by a group; the same applies to GroupTask since some could be performed individually. On the other hand, Communication is classified as a GroupTask since it is always performed by a group.

Combining these elements it is possible to describe the capabilities of a tool.
Figure 3: Inferred classification of task types defined in Ontoolcole. Concepts referring to the actor performance and the nature of the task dimensions are intertwined.

by specifying the tasks that can be performed with it. Similarly, educators can use this model to pose queries expressing what is required to support their intended educational settings. In addition, Ontoolcole incorporates a predefined set of tool type definitions. These well-known tool types can be good starting points to perform a search. These tool definitions can be very generic, e.g. “communication tool: any tool that supports a communication task”, or more specific, e.g. “whiteboard: any tool that allows a group to draw an image synchronously”. Thus, during a search process, educators can directly ask for a tool type. Besides, they can also refine such a query with additional restrictions using the constructs of Ontoolcole. Fig. 4 shows an excerpt of the inferred classification of tool types. Note that the asserted tool concepts constitute a completely flat hierarchy before reasoning. Then, a reasoner classified them as shown in the figure using the definitions of these concepts.

The above description depicts Ontoolcole as in [Vega-Gorgojo et al., 2006]. However, this preliminary version has three main limitations that were detected when using it to annotate tool instances that could not be properly described.

First of all, it lacks an artifact model to accommodate the different products that may be used or created during the realization of a task. This is a crit-
Figure 4: Excerpt of the inferred graph of tool types. Concepts were asserted in a completely flat hierarchy and the reasoner found the relationships shown in the figure.

Figure 4: Excerpt of the inferred graph of tool types. Concepts were asserted in a completely flat hierarchy and the reasoner found the relationships shown in the figure.

Ical aspect to differentiate the capabilities of a tool and the previous version did not offer a mechanism for this issue. For instance, generic text editors like Word, XML editors like XMLSpy or specialized questionnaire editors like Adobe Designer were all described alike with the previous version of Ontoolcole, thus demanding an artifact model to differentiate among them.

Second, while Ontoolcole seems appropriate to describe tools designed for single tasks (for example a simple text editor), there are many CSCL tools that embody a complex workflow of tasks (for example a questionnaire management tool) that cannot be described with this simple schema. A coordination model is required for the description of the dynamic aspects of a tool.

Third, some tools such as document repositories or bulletin boards keep archival storage that can be accessed during different task realizations. Thus, some mechanism is required to describe the static information resources that a tool can manage.
Figure 5: The new artifact model for Ontoolcole represented as a UML class diagram. Classes on the right depict artifact types while classes on the left the well-known MIME types. A specific artifact instance, e.g. a TextDocument, should be related to a MIME type instance, e.g. application/pdf.

3.2 New Features of the Ontoolcole Ontology

As discussed above, an important limitation of the preliminary version of Ontoolcole was the lack of an artifact model, which hindered the description of tools and reduced the capability of tool discrimination. This new model should help to describe the artifacts required or produced during a task realization.

The resulting artifact model is shown pictorially in Fig. 5. The main design criterion has been to separate the artifact type from the format type. The well-known MIME types [IANA, 2006] have been employed to define the artifact format types. Interestingly, metadata standards such as LOM [IEEE, 2002] or Dublin Core Metadata Initiative (DCMI) [DCMI, 2006] also separate content from format. In contrast, our approach makes heavy use of inheritance to structure the artifact types, and explicitly defines a vocabulary that can be shared both by providers to describe tools and by educators to submit their queries, leveraging the search process. Moreover, this artifact model further describes some elements (although not shown in Fig. 5). For instance, a TextDocument incorporates a property to specify the type of text document (generic, questionnaire, source program, etc.).

This artifact model does not aim to represent all possible features of artifacts. This could be achieved including some of the metadata fields defined in LOM or DCMI. Though defining such information could be interesting for cataloging artifacts, in our case the intention is just to provide the required characteristics for the search of CSCL tools that were identified in subsection 2.2. Moreover, new artifact types can be easily incorporated to allow the description of a wider range of tools since we are aware that domain-specific tools, e.g. network simulators for teaching network protocols, will require extensions to this model.
In our previous work we also detected the need to specify the resources a tool can store. This feature is specially relevant for information management tools that keep archival storage of messages or documents. To solve this, a new property has been defined that relates tools with the artifacts they can manage. The name of this property is `providesStorage` and it is shown in Fig. 2(a). With this simple approach it is possible to specify that an e-mail server can store messages enclosing text and document files. Another example is the description of a persistent chat that can store the messages of a conversation.

Finally, the preliminary version did not include a coordination model. This is, perhaps, the most challenging limitation, and becomes quite important when describing asynchronous group scenarios, since different users may perform individual tasks that constitute a whole complex task. Furthermore, the utility of this feature is not limited to such cases; for instance, participants engaged in a synchronous group drawing task may exchange text messages at the same time to coordinate their drawing. Thus, some mechanism is necessary to describe the concurrent realization of the drawing and communication tasks.

Fig. 6(a) outlines the coordination model developed for Ontoolcole. Basically, a `CompositeTask` has been defined as any task that is composed of exactly one `ControlConstruct` element. This latter element acts as a container of tasks or other control constructs. Each control construct has different semantics: `Choice` implies that only one of the elements contained is performed; `Sequence` defines a time ordering; and `Split` serves to specify the concurrent execution of the elements contained. Combining these elements, it is possible to describe a wide range of complex workflows of tasks, e.g. a split of three concurrent sequences of tasks. Indeed, this coordination model is inspired in OWL-S Composite Processes [Martin et al., 2004a] that defines a mechanism for composing processes formalized in OWL DL. In contrast, the proposed model uses different constructs exploiting the high expressiveness of OWL DL. Specifically, `components` is defined as a transitive property and `composedOf` as a specialization of `components`; in this way, it is possible to obtain all the nested elements of a composite task simply asking a reasoner to retrieve the values of the property `components`.

An example of the use of this coordination model is shown in Fig. 6(b), representing a possible scenario of an asynchronous group writing task. This description provides a high-level overview of the group task (top of Fig. 6(b)) that is further refined with the description of the individual tasks performed by the members of the group (bottom of Fig. 6(b)). Remarkably, the sequence ordering is defined by the use of the `first` and `next` properties, pointing to the first and the subsequent tasks, respectively. Indeed, `first` is a specialization of `components` that is used to mark the first element in a sequence.

After overcoming the previous limitations, Ontoolcole has proven to be very versatile for the description of CSCL tools. Different instances of document
Figure 6: Ontoolcole’s new coordination model (a). A CompositeTask is composed of a ControlConstruct element that includes other tasks or other control constructs. (b) illustrates the use of the coordination model for the description of an asynchronous group writing. A text document is produced as a result of a sequence of individual tasks performed by each of the members of the peer group. This figure only shows the properties that concern the coordination model for the sake of readability.

Repositories, drawing tools, whiteboards, collaborative text editors, multimedia players, questionnaire management tools, chats and concept map tools, among others, have been described with Ontoolcole. Exploiting Ontoolcole abstractions, tools are described by the depiction of their different scenarios of use. For instance, Fig. 6(b) forms the basis for the description of CoWeb [Rick et al., 2002], a popular asynchronous group text editor based on Wiki. Further aspects of CoWeb have been included such as the storage of text documents and images, document formats as well as the description of other CoWeb supported scenarios: individual text edition and retrieval of stored documents. Simpler tools can also
be described in an easy way with Ontoolcole, such as the well-known pdf viewer Adobe Reader. This tool has been annotated by creating new instances of Tool (adobeReader), TextReading (adobeReaderViewing), Person (adobeUser) and TextDocument (pdfDocument) with MIME type application/pdf; in addition, it has been asserted that adobeReader supports the task adobeReaderViewing performed by adobeUser requiring as input pdfDocument.

A noteworthy consideration refers to the level of detail used to describe the capabilities of CSCL tools in Ontoolcole. An ontology should not contain all the possible information about the domain, but only the needed information for the intended applications [Noy and McGuinness, 2001]. Indeed, over-specification incurs in the cost of adding unnecessary complexity, making an ontology both difficult to maintain and exploit. In this sense, the design criterion in Ontoolcole has been to keep this ontology as simple as possible, as well as trying to simplify tool descriptions. For instance, CoWeb can support many different variations of group writing and the provided description corresponds to a simple one-step draft-passing process. However, it is sufficient to respond to the following queries: “a tool for asynchronous group writing”; “a tool that can store text documents”; “a tool that allows publishing text documents”; “a tool that allows retrieving text documents”; and any combination of the precedent ones. If we accept that educators will limit themselves to such queries, there are no extra benefits in providing descriptions of more complex and realistic scenarios of use. Indeed, it would be difficult for an educator to specify in a query his intended learning scenario. Moreover, the search facility would require significant complexity both to allow the specification of such queries and to match the tools that can support the scenario defined in the query. Thus, the proposed approach tries to simplify both tool descriptions and supported queries; whether this is sufficient or not will be discussed in section 5 which describes an evaluation experiment of Ontoolcole with real users.

A final remark can be made about tool annotation, since it requires a deep understanding of Ontoolcole in order to provide comprehensive descriptions. Furthermore, the popular ontology editor Protégé [Knublauch et al., 2004] has been employed for this issue and using Protégé needs some training for non-trivial usage. Thus, ongoing efforts should be carried out to develop an Ontoolcole-flavoured authoring system to allow providers to describe their own tools. The issue of tool annotation could be mitigated with tool templates, allowing providers to adapt an appropriate template to a specific tool instance. Templates could be based on the definitions of tool types provided in Ontoolcole. For instance, a provider could select the template of a whiteboard (defined previously) and adapt it afterwards, e.g. indicating supported MIME type of the images produced with the whiteboard.
Figure 7: Architecture of Ontoolsearch and user interactions. (1) Initially, the educator has a preliminary idea of the CSCL tool he requires. (2) Then, he uses the search UI to scan the information structure, to browse tool types and to formulate queries. (3) Queries are forwarded to the reasoner. (4) The reasoner manages the knowledge base composed of Ontoolcole and the descriptions of CSCL tools; it responds to a query with the set of tool instances that match the query. (5) These results are presented to the educator through the analysis UI, allowing him to evaluate their appropriateness.

4 Ontoolsearch: a System for the Search of CSCL Tools

Section 3 depicted Ontoolcole and illustrated how to use it to semantically annotate CSCL tools. However, in order to fully support educators in the search of CSCL tools we are currently developing a recommender system of CSCL tools that uses Ontoolcole in the back-end to structure tool metadata. This system is named Ontoolsearch and it is described here to illustrate the design of the target application of the proposed ontology.

Ontoolsearch is an interactive system intended for educators. Since information seeking is an imprecise process, when users approach an information access system they often have only a vague understanding of how they can achieve their goals [Hearst, 1999]. Thus, Ontoolsearch should help educators in the process of understanding and expression of their information needs. Ontoolsearch supports two main activities: search for tools and analysis of results. To perform the former activity, educators use Ontoolsearch to scan the information structure defined in Ontoolcole, to browse the category hierarchy of tool types or to formulate a query. Retrieved tools are presented to educators, allowing them to analyze the results. These user interactions are shown in Fig. 7 together with the architecture of Ontoolsearch.

Queries are modeled as OWL DL concepts and are processed by a reasoner. The reasoner offers an instance retrieval service that is used to obtain the results.
of a query. Current prototype of Ontoolsearch employs the reasoner RacerPro [Racer, 2007] for this issue, managing the knowledge base composed of Ontoolcole (the structure) and the descriptions of CSCL tools (the data). A query is formed using the abstractions defined in Ontoolcole (see section 3). Thus, it is possible to ask for tool types, task types, actors that can perform a task, required artifacts, elements in a composite task, etc. A query expression can be articulated using the language nRQL [Racer, 2007] and submitted to RacerPro.

A simple example of an nRQL query is shown below:

```
(retrieve (?TOOL)
  (and (?TOOL |Tool|)(?TASK |Communication|)(?MESSAGE |Message|)
   (?TASK (STRING= |hasTimeOfInteraction| "synchronous"))
   (?MESSAGE (STRING= |encloses| "text"))
   (?TASK ?MESSAGE |allowsMessage|)<
   (?TOOL ?TASK |supportsTask|))
```

This query asks for tool instances that match the restrictions defined in the AND clause: supporting a synchronous communication task based on text messages. However, although nRQL is a very powerful and flexible command language, its syntax is complex and we cannot assume that educators will learn nRQL. This leads to an important trade-off in all user interface designs: simplicity versus power [Hearst, 1999]. Moreover, it is expected that educators will search CSCL tools intermittently, pushing to a simpler and easier to learn interface. Thus, the decision in Ontoolsearch has been to offer a graphical direct manipulation interface at the expense of less flexibility than nRQL, limiting the expressiveness of queries. Direct manipulation interfaces are commonly easier to use than other methods [Shneiderman, 1997, p. 205], due to: (1) continuous representation of the object of interest, (2) physical actions or button presses instead of complex syntax, and (3) rapid incremental reversible operations whose impact on the object of interest is immediately visible. The search interface captures user interactions to form a query that will be transformed to an nRQL expression to be processed by RacerPro.

In order to design the search interface of Ontoolsearch, we have followed a participatory design strategy involving both software developers and educators. Participatory design is a common methodology to involve stakeholders to identify requirements and give feedback of preliminary prototypes [Muller and Kuhn, 1993]. Thus, several search user interfaces have been iteratively proposed until having agreed the final interface that is shown in Fig. 8. It has been designed following some well-known principles for information access [Hearst, 1999]. First, the upper left frame displays the inferred graph of CSCL tool types (see graph frame in Fig. 4) and is intended to provide educators with a good starting point for a search. Educators can browse tool categories and eventually select a tool.
type and add it to the query frame (bottom-left in Fig. 8) as a list of one or more actor-task-artifact rows, depending on the specific tool type definition; then, pressing the ‘Search’ button will retrieve the set of tool instances pertaining to that category. Educators can also manipulate the graph by moving, expanding, collapsing and hiding nodes, allowing them to control the information to display. This graph has been developed using the JUNG Framework [O’Madadhain et al., 2003], a flexible and open-source Java library for graph visualization.

Second, since humans are highly attuned to images and visual information, the upper right frame (visualization frame) displays a visual representation of the currently selected node of the graph. This is accomplished using icons to represent the tasks supported by a tool type, along with the actors and artifacts, as shown in Fig. 8. This aspect allows rapid communication of the abstractions modeled in Ontoolcole. Besides, tooltips are enabled in the graph, showing textual descriptions stored in Ontoolcole when the mouse is positioned over a node. Both the visualization frame and the tooltips allow educators to scan the information structure of Ontoolcole.

Third, Ontoolsearch seamlessly integrates scanning, browsing and querying
in the search interface. Precedent paragraphs depicted the integration of tool browsing with scanning information structure. Browsing tool categories is a way of providing a set of predefined queries that may satisfy the information needs of educators. However, they need more control to formulate a query, specifying additional restrictions concerning tasks, actors and artifacts. To accomplish it, each actor-task-artifact row in the query frame can be selected, triggering its visualization in the lower right frame (editable frame); then, educators can add constraints manipulating the elements of the graphical interface, e.g. pressing a button to include a task type, restricting the actor in a combo or selecting a MIME type in a pop-up window. In addition, educators can switch the graph frame to display the task category hierarchy (see Fig. 3), allowing them to directly add a task type to the query frame. This way, we envision educators will initially browse the tool category graph and retrieve a set of tool instances pertaining to a tool category; then, as they familiarize with the information structure, they will eventually switch to the task category graph and begin to refine their queries.

For the sake of simplicity, the search interface limits the expression of some features in a query that could otherwise be specified in nRQL. Specifically, educators cannot ask for the artifact types that can be stored by a tool. However, this feature is implicitly included in a query when an information management task is added to the query frame, e.g. an educator may require a tool that allows publishing messages and the query expression will incorporate the capability of storing messages, although this will not be shown to the educator to reduce his working memory load. In addition, educators cannot specify the components of a composite task in a query, although Ontoolsearch will retrieve any tool that matches the list of tasks contained in the query frame even in the case that some of them form part of a composite task. Finally, Ontoolsearch constructs queries using an AND clause to include the elements in the query frame; although a combination of AND and OR clauses is possible, most users have great difficulty in specifying Boolean queries [Greene et al., 1990].

Concerning the analysis user interface, we have followed the design principle of placing the results set in the context of other information types. Specifically, tool categories are used to place the results, constructing a graph showing the tool instances as well as the tool types to which they belong. Selecting an instance shows a combination of textual and graphical information of its Ontoolcole-compliant description. An educator can then go back to refine his query, start a new one or access the session history to restore a previous query and its results. During this process, he will eventually find some tools that satisfy his information needs.

The description so far shows how Ontoolsearch could be used by educators to search appropriate CSCL tools for their educational settings. Besides, it can be
extended to support the discovery of CSCL services. As discussed in section 2, a service description comprises many attributes, although service discovery basically requires the service capabilities. The capabilities of CSCL services can be described with Ontoolcole, enabling the use of Ontoolsearch for the discovery of CSCL services. This can be accomplished in cooperation with a service registry, such as UDDI. The registry stores service records with the necessary information to invoke a service. This way, each Ontoolcole tool description will point to the set of CSCL services that implement the tool functionality. Thus, Ontoolsearch could be extended with a module that maps tool descriptions to service implementations for the search of CSCL services. Then, educators could search appropriate services using Ontoolsearch. After selecting a service, it would be integrated in the CLS using the binding information stored in the registry. Current service-oriented CLSs like Gridcole [Bote-Lorenzo et al., 2007b] offer the required mechanisms to seamlessly perform the integration of a CSCL service once it has been selected. Noteworthy, other works such as Feta [Lord et al., 2005] and Matchmaker [Kawamura et al., 2005] propose similar approaches to enhance UDDI’s search functionalities for specific domains.

Finally, service descriptions could incorporate quality of service parameters to define important objective, e.g. cost, availability, request-to-response time, and subjective attributes, e.g. user ratings. This will allow the expression of additional restrictions in a query that are specially suited for service selection, once discovered services with desired capabilities. For example, [Maximilien and Singh, 2004] proposes an ontology for the description of quality of service parameters that could be integrated in Ontoolsearch for the issue of service selection.

5 Ontoolcole evaluation

Sections 3 and 4 portrayed Ontoolcole and Ontoolsearch, respectively. Since they have been designed with the aim of facilitating educators the search of CSCL tools, it is necessary to evaluate if they accomplish this goal. At the moment of the evaluation Ontoolsearch was not available, so the evaluation experiment presented here focuses on Ontoolcole. Specifically, we want to assess whether educators’ real questions for services can be formulated with Ontoolcole. Besides, using a small testbed of 21 CSCL tools like chats or document repositories, we will determine if the tools retrieved satisfy users’ expectations for the questions they posed. To pursue these objectives, we have devised a case study engaging several educators to pose non-restricted questions from their real practice.

Some methodologies for ontology evaluation such as [Grüninger and Fox, 1995] propose the use of competency questions defined a priori and tested afterward against an ontology to evaluate its compliance. In contrast, the proposed experiment involves real users to express their information needs based on their
practice and without any restriction on the questions posed. While the goal of the former methodology is to evaluate whether an ontology can respond to a subset of predefined questions, the aim of the devised experiment is to assess whether a specific ontology can fit the information needs of a community of users.

5.1 The experimental setup

In order to evaluate whether educators can search CSCL tools using Ontoolcole we have devised a Wizard of Oz experiment [Kelley, 1984]. Since Ontoolsearch was not available at the time of the experiment, this methodology allows users to interact with a system missing some functionalities. Specifically, Ontoolsearch’s user interface was not available although it was possible to submit nRQL queries to RacerPro fed with Ontoolcole and a testbed of Ontoolcole-compliant tool descriptions. This way, 15 education practitioners were recruited and demanded to formulate questions for tools.

The instructions given to the educators were to briefly describe a learning setting based on their real practice that requires software tools to be enacted. Then, they had to pose questions in natural language using unlimited expressiveness in their formulation to find appropriate tools for their defined settings. It was suggested to provide the description of three different learning settings and one question for each one. Most of the educators submitted three settings/questions, and some of them defined a unique learning scenario and posed various questions about it. A human mediator played the “wizard” and was in charge of translating user questions into nRQL queries. Translated queries were paraphrased back to natural text and returned to participants in addition to the tools found by RacerPro. Thus, the “wizard” replaced the missing human-computer interface, enabling the evaluation of the initial goals of the experiment. He did not ask for clarifications in order to not affect the results of the study. Finally, users provided feedback about the translation quality and the utility of the tools found for their educational settings.

An overview of the profiles of the 15 participants in the experiment is shown in Table 5.1. Most of them are professors or teachers either in Computer Science, Telematics, Signal Theory or Pedagogy. Remarkably, 9 out of 15 are practitioners in CSCL and 7 have some knowledge about Ontoolcole. It was expected that CSCL practitioners posed questions about CSCL settings, although they were not obliged to. Besides, evaluation results might be influenced by prior users’ knowledge about Ontoolcole. Section 5.2 further discusses these aspects.

In addition, a reasonable amount of educational tools were described using Ontoolcole, in order to validate the retrieval part. For the experiment we prepared 21 tool descriptions, including text editors, browsers, document visualizers, authoring tools, document repositories, questionnaire management tools,
Table 3: User profiles of the participants in the experiment. ‘CS’ stands for ‘Computer Science’, ‘TM’ for ‘Telematics’, ‘ST’ for ‘Signal Theory’ and ‘PG’ for ‘Pedagogy’

<table>
<thead>
<tr>
<th>Faculty Position</th>
<th># of Users</th>
<th>Area of Knowledge</th>
<th>CSCL Practitioner</th>
<th>Ontoolcole Knowledge</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>CS</td>
<td>TM</td>
<td>ST</td>
</tr>
<tr>
<td>Professor</td>
<td>5</td>
<td>3</td>
<td>-</td>
<td>2</td>
</tr>
<tr>
<td>Teacher</td>
<td>8</td>
<td>2</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>Grant holder</td>
<td>1</td>
<td>1</td>
<td>-</td>
<td>-</td>
</tr>
<tr>
<td>Student</td>
<td>1</td>
<td>-</td>
<td>1</td>
<td>-</td>
</tr>
<tr>
<td>Total</td>
<td>15</td>
<td>3</td>
<td>7</td>
<td>1</td>
</tr>
</tbody>
</table>

Table 4: Overview of the context of the analyzed questions

<table>
<thead>
<tr>
<th>Degree Studies</th>
<th># of Questions</th>
<th>Setting</th>
<th>CSCL</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Face-to-face</td>
<td>Distant</td>
<td>Blended</td>
</tr>
<tr>
<td>MsC Computer Science</td>
<td>8</td>
<td>3</td>
<td>1</td>
</tr>
<tr>
<td>MsC Telecommunications</td>
<td>20</td>
<td>13</td>
<td>4</td>
</tr>
<tr>
<td>PhD Telecommunications</td>
<td>7</td>
<td>1</td>
<td>3</td>
</tr>
<tr>
<td>MsC Pedagogy</td>
<td>5</td>
<td>1</td>
<td>1</td>
</tr>
<tr>
<td>Total</td>
<td>40</td>
<td>18</td>
<td>9</td>
</tr>
</tbody>
</table>

chats, e-mail, drawing tools, spreadsheets and concept map tools. Most of these tools are generic and have been employed in some courses following a CSCL methodology in our University. Thus, we expected they could be useful for questions referred to CSCL settings. However, the used dataset is too small to find adequate tools for very specific needs. In this sense, a bigger dataset would be valuable for a deeper analysis of the query results. This is part of future work.

5.2 Evaluation results

The participants in the experiment formulated 40 questions. An overview of the context of these questions is shown in Table 4. They concern courses on Computer Science, Telecommunications and Education as well as a doctoral course on Research Methodology. Besides, questions present a balanced mixture of face-to-face, distant and blended settings, while 24 out of 40 questions were conceived for the practice of CSCL. They refer to different activities such as UML modeling, signal/noise calculations, network simulations, design of didactic units, HTML authoring, group writing or document sharing among others.

The 40 questions were translated into nRQL queries and submitted to Racer-Pro. With the translated queries and the retrieved tools, a personalized response was sent to the participants of the experiment. Users’ feedback was collected concerning the quality of the translated queries and the usefulness of found tools.
<table>
<thead>
<tr>
<th>Id</th>
<th>Educator question</th>
<th>Translation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Q1</td>
<td>I need a tool for visualizing PDF documents</td>
<td>any tool that supports the perception of documents with MIME type PDF</td>
</tr>
<tr>
<td>Q2</td>
<td>I want a collaborative concept map tool</td>
<td>any tool that supports the modeling of concept maps in group</td>
</tr>
<tr>
<td>Q3</td>
<td>I’m searching a tool that supports working with your companion, although not only working, but also requiring sharing information between them, not just dividing the work in two parts. Besides, it should allow seeing what your companion makes and support communicating with her in an easy way</td>
<td>any tool that supports the construction of artifacts in group and, besides, supports the communication among group members</td>
</tr>
<tr>
<td>Q4</td>
<td>I want a tool that can facilitate a meeting among co-located and remote groups</td>
<td>any tool that supports the synchronous communication among group members</td>
</tr>
<tr>
<td>Q5</td>
<td>I need a network simulator that includes the TCP protocol</td>
<td>any simulator</td>
</tr>
</tbody>
</table>

Table 5: Sample educator questions and translations

Five of the user questions were very open and the wizard proposed several alternative queries to fit each original question. All the alternative queries were submitted to the educator and he judged whether they satisfied his information needs or not. The educator then provided a single evaluation for the whole set of alternatives, neither for the best nor the worst of them.

Table 5.2 shows five sample questions posed by educators, as well as the translations to nRQL paraphrased to natural language. Some questions, such as Q1 and Q2, used similar abstractions as those supported by Ontoolcole and were easily translated to nRQL without any information loss. However, in other cases questions were more abstractly defined and used different concepts as those modeled in Ontoolcole. For example, questions Q3 and Q4 required significant effort in the translation. Hence some of the features required by educators could not be expressed with Ontoolcole, such as the awareness part of question Q3.

The quantitative results of the study are summarized in table 5.2. Figures under column ‘Translation Understanding’ show that most participants understood very well the translated queries, indicating that Ontoolcole’s abstractions are comprehensible. Significantly, users ranked with an overall 3.64 (from 0 to 5) the quality of the translations. Taking into account that users were not restricted on the questions they posed, this figure can be considered very positive. In this sense, some users formulated questions at an upper level than that supported by Ontoolcole, using high-level abstractions such as group memory and presential debates. In contrast, these were translated to stored documents that can
Table 6: Evaluation results summarized using standard means. Levels are: 5 (very good), 4 (good), 3 (somewhat good), 2 (somewhat bad), 1 (bad) and 0 (very bad). The first two rows distinguish questions referred or not to CSCL settings. Following three rows present the evaluation results according to the users’ knowledge of Ontoolcole. Final row shows the aggregated figures.

<table>
<thead>
<tr>
<th>Question Set</th>
<th>Translation Understanding</th>
<th>Quality of the Translation</th>
<th>Found Tools (%)</th>
<th>Tool Utility</th>
</tr>
</thead>
<tbody>
<tr>
<td>CSCL</td>
<td>4.88</td>
<td>3.85</td>
<td>87%</td>
<td>4.32</td>
</tr>
<tr>
<td>Non-CSCL</td>
<td>4.71</td>
<td>3.29</td>
<td>75%</td>
<td>2.21</td>
</tr>
<tr>
<td>Ontoolcole-aware: Yes</td>
<td>4.94</td>
<td>3.28</td>
<td>100%</td>
<td>3.02</td>
</tr>
<tr>
<td>Ontoolcole-aware: Fair</td>
<td>4.70</td>
<td>3.40</td>
<td>70%</td>
<td>4.43</td>
</tr>
<tr>
<td>Ontoolcole-aware: No</td>
<td>4.75</td>
<td>4.33</td>
<td>71%</td>
<td>3.80</td>
</tr>
<tr>
<td>Total</td>
<td>4.82</td>
<td>3.64</td>
<td>82%</td>
<td>3.55</td>
</tr>
</tbody>
</table>

be accessed by a group and synchronous communication. Users were aware of this ‘semantic gap’ that implied a simplification in the translations, although they considered that the essence of the questions was preserved in the queries. In other cases there were some misunderstandings due to natural language ambiguity. For instance, the “wizard” interpreted that a user demanded a programming environment when she required a tool for program designing (possibly a UML modeling application). Curiously, users aware of Ontoolcole were more demanding than the rest (3.28 vs 4.33), although the “wizard” feels that some of the questions were thought as a challenge to Ontoolcole.

Interestingly, questions referred to CSCL settings were ranked a 17% better than non-CSCL. Non-CSCL questions were sometimes very domain-specific demanding specialized tools such as network simulators, specialized computer graphics applications or very specific authoring tools for psycho-pedagogy, just to mention a few. For instance, the translation of question Q5 in table 5.2 was ranked with level ‘1’ (bad). Moreover, most of the tools in the dataset are not domain-specific but collaborative tools to support communication and group work that can be useful in a wide range of CSCL settings, affecting the utility figure. This fact explains that educators considered useful the majority of tools found for CSCL questions, such as CmapTools for question Q2. On the contrary, questions referred to non-CSCL settings matched no instance, or rather generic ones that were ranked poorly (2.21) by educators. However, the core of Ontoolcole (tasks, artifacts, etc.) fits these queries but extensions concerning specific artifact types (e.g. data-network model) would increase the precision of responses. In this sense, specialized extensions for Ontoolcole seem a feasible approach to exploit Ontoolcole in specific domains.

To conclude the analysis, users suggested some enhancements to leverage
Ontoolcole. Excluding specialized domain-extensions, CSCL users demanded the description of awareness, advanced commenting and meeting capabilities. We are currently considering the inclusion of these suggested new features in Ontoolcole. Other users required the inclusion of technological features in their queries such as quality of service parameters, discussed in section 4. Further comments can be made about query expressions. Using the Ontoolcole model, most of educators’ questions could be easily formulated. It seems that the abstractions employed in Ontoolcole, namely tool types, task types, artifact types and actors, can serve for the expression of their queries. The artifact model was employed in 67% of the queries, indicating that this extension was necessary. Remarkably, more complex queries involving composite tasks and the storage of artifacts were only used in 16% and 8% of the queries, respectively. This fact indicates that the approach followed to design Ontoolsearch can be effective taking into account the simplicity/power tradeoff. A new experiment using Ontoolsearch will eventually show evidence of this issue.

6 Conclusions and Future Work

Supporting educators in the semantic search of CSCL services is a challenging task. This paper presented significant contributions toward this goal. Briefly, an enhanced version of Ontoolcole, an ontology to semantically annotate CSCL tools; the evaluation of this ontology with real users involved in a Wizard of Oz experiment; and Ontoolsearch, a graphical interactive facility for the search of CSCL tools.

Ontoolcole defines the structure of the information required to describe the capabilities of CSCL services. The abstractions modeled in Ontoolcole intend to be meaningful for educators, allowing them to search CSCL services. This revised version incorporates a set of new features that allows a much more complete and precise description of CSCL tools. Namely, the artifact model developed defines an extensible structured depiction of the artifact types that can be employed during the execution of CSCL activities. The formatting information of the artifacts is described using the well-known MIME types. In addition, a mechanism has been built for specifying the resources a tool can store. Finally, a coordination model has been incorporated for the description of complex workflows of tasks.

In addition, we carried out a case study with real users to evaluate whether Ontoolcole can be employed by educators to search CSCL tools. 15 participants expressed their information needs for tools in the context of their real practice without any restriction on the questions they posed. A “wizard” translated those questions into queries and submitted them to an Ontoolcole-powered retrieval system. Participants ranked with an overall 3.64 (from 0 to 5) the quality of the
translations, indicating that Ontoolcole has the semantic richness to support these queries. Significantly, questions referred to CSCL settings were ranked a 17% better due to the emphasis of Ontoolcole on collaboration features. Moreover, the tools retrieved were rated with 4.32 (from 0 to 5) for the CSCL case, evidencing that users found useful tools for their educational needs. Real questions proposed by education practitioners are difficult to translate to SWS languages like OWL-S, since they employ low-level service abstractions that do not easily match educators’ intended questions. Interestingly, this problem has been also reported for user oriented semantic service discovery in the very different domain of bioinformatics [Lord et al., 2005].

To make Ontoolcole usable by practitioners, we have devised Ontoolsearch, an interactive system for the search of CSCL tools that uses Ontoolcole in the back-end to structure tool metadata. Ontoolsearch offers an easy to use direct manipulation interface. It seamlessly integrates scanning, browsing and querying in the search interface and provides visual representations of the underlying ontology. Furthermore, Ontoolsearch could be extended to support the discovery of CSCL services. It could be accomplished in coordination with a service registry and a mapping module that links an Ontoolcole-compliant tool description to a set of services that implement the tool functionality.

Currently, we are completing a prototype of Ontoolsearch that will be evaluated during the first half of 2007. Ontoolsearch aims at substituting the “wizard” in the precedent experiment, allowing educators to autonomously search CSCL services. It is expected that with such a system, educators would be able to translate their information needs into appropriate queries, even if this process takes them several tries. Then, a new experiment will be performed in order to assess whether educators can accomplish a complete tool search scenario. Besides, we are considering users’ suggestions to produce a new version of Ontoolcole including new features such as awareness or course management functionalities. Additionally, we plan the integration of Ontoolcole/Ontoolsearch in the service-oriented, tailorable CLS Gridcole [Bote-Lorenzo et al., 2007b] to support the discovery of CSCL services.
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